Abstract

The goal of this assignment is for you to implement an interactive audiovisual simulation of a rigid-body system which includes realistic physics-based acceleration noise (“clicking” sounds). The sounds should include realistic dependence on the mass, material and geometry of the objects, as determined by and a Hertz contact model. For simplicity, we will assume small (acoustically compact) spherical objects, initially.

1 Introduction

Acceleration noise is an important component in rigid-body contact sound, and is the dominant source of sound for small objects [Chadwick et al. 2012b; Chadwick et al. 2012a]. In this assignment, you will leverage analytical models of contact forces and acceleration noise to build a simple but compelling audiovisual simulation of spherical objects in contact. While larger objects, such as a bowl or a mug, can have more complex acceleration noise fields which require special methods to precompute and evaluate at runtime [Chadwick et al. 2012b; Chadwick et al. 2012a]. In this assignment, you will extend your implementation to include more realistic collision and sound behaviors. You should have finished the first programming assignment, and built a real-time audiovisual particle system. In this assignment, you will extend your implementation to include more realistic collision and sound behaviors. We will assume that you have a 3D particle system, although you can adopt many of the ideas to 2D. The basic simulation will have N spheres in a box, with or without gravity.

2 Part I: Rigid-body Simulation

2.1 Preliminaries

You should have finished the first programming assignment, and built a real-time audiovisual particle system. In this assignment, you will extend your implementation to include more realistic collision and sound behaviors. We will assume that you have a 3D particle system, although you can adopt many of the ideas to 2D. The basic simulation will have N spheres in a box, with or without gravity.

2.2 Spherical object model

Each object in your simulation will be a sphere with several object-specific simulation parameters for its rigid-body position and velocity 3-tuples, as well as its mass M, and elasticity parameters (Young’s modulus E, and Poisson ratio ν). In this assignment, we will ignore angular motion and friction. You may choose spherical objects with varying size, with materials chosen from those in Table 1 and drawn with distinctive visual appearances.

2.3 Continuous Collision Detection

Accurate display of contact sound events requires us to resolve the exact time of collision, as opposed to simply knowing that it occurs during a timestep. To do so, you will implement continuous collision detection for spheres to determine if and when a collision occurs during a time-step interval [t, t + Δt]. You must handle two cases:

Case I: Sphere-plane collisions: Given the trajectory of a sphere, you can determine the first time of contact (TOC) between the sphere and plane, and use that to determine if a collision occurs during the time step. For simplicity, you can assume that the sphere has a straight-line trajectory during the timestep interval.

Case II: Sphere-sphere collisions: For each pair of spheres, you can estimate the first TOC by robustly solving a quadratic root-finding problem, and checking to see if it occurs on the timestep interval. To handle all-pairs collision checks, you do not need to do anything fancy and can simply check all pairs (once) since we will not be pushing the limits of the numbers of particles for this assignment. Your design goal for the collision processor should be to produce correct behavior first and foremost.

2.4 Time-stepping many colliding spheres:

Conservative advancement will be used to advance the positions and velocities of the N spheres from time t to t + Δt, so as to not miss acoustically important collisions. In practice, this means advancing the simulation time from t to each of the intermediate collision times t1, t2, . . . , until you reach the end of the timestep, t + Δt. Note that for small N, you can perform all-pairs checks at intermediate times, {ti}, however you can be more efficient by using a spatial bound on the sphere’s linear trajectory during the remainder of the timestep.

Each time a sphere collides with a rigid planar surface or another sphere, you will apply an appropriate rigid-body collision impulses ±J (see David Baraff’s course notes [Baraff 2001]) at that specific time instant to update the velocity of the object(s). The updated trajectory is then used to update collision checks for those objects, and advance forward in time. In practice, you can use a priority queue to keep track of the candidate TOCs. Keep in mind that each impulse you apply will modify future interactions with affected objects.

3 Part II: Synthesizing Acceleration Noise

Once you have a functioning rigid-body simulation, you can now convert the contact events into sound rendered at your listening po-
sition. Each collision event involving a sphere will generate a sound waveform at a specific future time which you will composite into a large (circular) sound buffer. The details are now described.

3.1 Acceleration noise model for a spherical object

As discussed in class, the far-field acoustic pressure emitted by a small acoustically compact spherical object undergoing small oscillations with speed \( V(t) \) along an axis \( \hat{V} \), can be approximated by a point dipole of strength \( 2\pi a^3 \dot{V}(t) \) along the axis \( \hat{V} \), where \( a \) is the radius of the sphere. The rendered pressure for the motion is [Howe 2002] (3.8.5),

\[
p(x,t) \approx \frac{\rho_0 a^3 \cos \theta}{2c||x-x_0||} \frac{\partial^2 V}{\partial t^2} \left( t - \frac{||x-x_0||}{c} \right), \tag{1}
\]

where \( x \) is the listening position, \( x_0 \) is the center of mass of the sphere, \( c \) is the speed of sound in air (\( \approx 330 \) m/s), \( \rho_0 \) is the density of air at STP (at 20 °C and 101.325 kPa, dry air has a density of 1.20 kg/m\(^3\)), and \( \cos \theta = \cos(V \cdot \hat{x} - x_0) \) is the cosine of the angle between the direction of oscillation and the direction to the listener.

Note that the pressure depends on the second time derivative of the object’s velocity, or the “jerk.” Thus only non-constant acceleration, such as during contact, will result in acoustic pressure contributions.

3.2 Hertz contact force modeling

We will model the rate of change of the object’s acceleration, i.e., “jerk,” using a Hertz contact model for spherical surfaces. To be specific, we quote [Chadwick et al. 2012b]:

Hertz contact theory states that the normal contact force between two colliding elastic bodies is given by

\[
f = K d^{1.5}
\]

where \( d \) is the penetration depth at the contact point and \( K \) is a constant depending on the material properties and local contact geometry of the colliding bodies. For a collision between two frictionless spheres, \( K = (4/3)\sqrt{E^*} \) and the time dependence of the contact force for a collision beginning at time \( t_0 \) can be approximated by a half-sine pulse [Johnson 1985]

\[
S(t; t_0, \tau) = \begin{cases} 
\sin \left( \frac{\pi(t-t_0)}{\tau} \right) & \text{if } t_0 \leq t \leq t_0 + \tau \\
0 & \text{otherwise}
\end{cases}
\]

where \( \tau \) is a time scale defined by

\[
\tau = 2.87 \left( \frac{m_2}{\sqrt{E^*}} \right)^{1/5}.
\]

\( V \) is the normal impact speed and the other constants used in (4) are defined as follows:

\[
\frac{1}{r} = \frac{1}{r_1} + \frac{1}{r_2}, \quad \frac{1}{m} = \frac{1}{m_1} + \frac{1}{m_2}, \quad \frac{1}{E^*} = \frac{1}{E_1} + \frac{1}{E_2}.
\]

\[
\frac{1}{r} = \frac{1}{r_1} + \frac{1}{r_2}, \quad \frac{1}{m} = \frac{1}{m_1} + \frac{1}{m_2}, \quad \frac{1}{E^*} = \frac{1}{E_1} + \frac{1}{E_2}.
\]

\[
R_i, m_i, \nu_i \text{ and } E_i \text{ are the radius, mass, Poisson ratio and Young’s modulus for spheres } i = 1, 2.
\]

Since we are dealing with spheres, we can skip the material on general rigid bodies in §3.2 of [Chadwick et al. 2012b].

However, for sound synthesis we need the acceleration profile for (1), and we need its derivative to be continuous for sound rendering. It follows that the linear acceleration of body \( i \) is given by (11) of [Chadwick et al. 2012b]:

\[
a_i(t) = \frac{\pi}{2 M_i} \hat{j}_i S(t; t_0, \tau), \tag{6}
\]

where \( \hat{j}_i \in \mathbb{R}^3 \) is the total impulse applied to body \( i \). (Note that the world and body frame have the same orientation since we have zero angular velocity, \( \omega_i = 0 \), for frictionless spheres.) Therefore assuming oscillations along the \( \hat{V} = \hat{j}_i \) axis, we have that the jerk profile for body \( i \) is

\[
\frac{\partial^2 V}{\partial t^2} \left( t - \frac{||x-x_0||}{c} \right) = \hat{V} \cdot \hat{a}_i \left( t - \frac{||x-x_0||}{c} \right)
\]

\[
= \frac{\pi}{2 M_i} ||\hat{j}_i|| \hat{S} \left( t - \frac{||x-x_0||}{c}; t_0, \tau \right). \tag{7}
\]

Substituting (8) into (1) allows us to estimate the acceleration noise contribution, once for each body.

Smooth jerk profile approximation: One complication in evaluating the jerk profile in (8) is that the \( S(t) \) acceleration profile has discontinuous derivatives, i.e., where zero meets the half-cosine hump. In [Chadwick et al. 2012b], \( S(t) \) was approximated using smooth bump-like basis functions from a Mitchell-Netravali cubic filter, and similar things could be done here. However, for simplicity we encourage you to use the following approximation:

\[
S(t; t_0, \tau) \approx \exp \left( -\frac{6}{\tau^2} \left( t - t_0 - \frac{\tau}{2} \right)^2 \right), \tag{9}
\]

which has the derivative

\[
\dot{S}(t; t_0, \tau) = -\frac{12}{\tau^3} \left( t - t_0 - \frac{\tau}{2} \right) S(t; t_0, \tau), \tag{10}
\]

which has \( O(1) \) magnitude (and applies slightly too much jerk due to the smoothing). A plot of \( S \) (3) and its Gaussian approximation (9) is shown in Figure 2. Finally, using (10) in (8), one can evaluate (1) to get the sound produced by one sphere during a collision event.

<table>
<thead>
<tr>
<th>Material</th>
<th>Density, ( \rho ) (kg/m(^3))</th>
<th>Young’s modulus, ( E ) (GPa)</th>
<th>Poisson ratio, ( \nu )</th>
</tr>
</thead>
<tbody>
<tr>
<td>Steel</td>
<td>8940</td>
<td>123.4</td>
<td>0.34</td>
</tr>
<tr>
<td>Ceramic</td>
<td>2700</td>
<td>72</td>
<td>0.19</td>
</tr>
<tr>
<td>Glass</td>
<td>2700</td>
<td>62</td>
<td>0.20</td>
</tr>
<tr>
<td>Plastic</td>
<td>1200</td>
<td>2.4</td>
<td>0.37</td>
</tr>
</tbody>
</table>

Table 1: Four materials (from [Chadwick et al. 2012b])

Figure 2: The half-sine pulse \( S \) (\( \tau = 1 \)) compared to a Gaussian approximation.
4 One Notable Extension

Once you have implemented the core system, you should try to implement one extension and make a “milestone” video as your final result. Tyings you might consider are as follows:

- **Non-spherical objects:** Spheres are lovely, but only go so far to approximating real scenarios. Try implementing other shapes and collision processing functionality, e.g., cubes to support “dice” simulation. You’ll need to include rotations and angular velocity/acceleration in your time-stepping code. Use a proxy sound model based on the sphere model to produce a plausible sound.

- **Do more physics-based modeling:** Build something interesting by combining the assemblage of spheres, with springs, constraints, and other force models. For example, you could simulate a “Newton’s Cradle,” or a pool ball “trick shot,” or a virtual kinetic sculpture.

- **Offline simulation of more complex scenarios:** You will be able to achieve real-time performance for a modest number of objects, however, as you try to simulate more and more objects, it will cease to run in real time. Convert your code to simulate motion and synthesize sound as an offline process, so that you can run very large examples. Additional optimizations, e.g., for collision processing, may be helpful.

- **More robust collisions:** Detecting and resolving many near-simultaneous collisions can be challenging, and more care is needed to make it work robustly for larger examples. Furthermore, resting contact is particularly expensive and ineffective using the impulse-based approach described above, and can produce spurious additional sounds, e.g., “buzzing,” during resting contact scenarios.

- **Procedural fracture:** Try shattering a pane of glass into tiny pieces. The decomposition can be highly approximate and pre-scripted/pre-scored.

- **Reflections:** You might try to include image sources to approximate the scattering of the sphere acceleration noise pulse from the planar surfaces, e.g., ground plane, in the simulation.

- **Reverberation:** Add reverberation to your openFrameworks simulation using a plug-in, or otherwise experiment with the sound capabilities of openFrameworks to enhance the simulation.

5 What to Submit

You should submit (1) your code, (2) a short 1-page write-up on your findings, (3) video captures of (i) a notable sphere simulation example, and (ii) your extension results—these videos will be shared with others in the class. Upload your final submission as a zip file to Canvas (http://canvas.stanford.edu).
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